A Comprehensive Look at ES6 Modules

**Summary**: in this tutorial, you will learn about **ES6 modules** and how to export variables, functions, and classes from a module, and reuse them in other modules.

An ES6 module is a JavaScript file that executes in strict mode only. It means that any [variables](https://www.javascripttutorial.net/es6/javascript-let/) or [functions](https://www.javascripttutorial.net/javascript-function/) declared in the module won’t be added automatically to the global scope.

Executing modules on web browsers

First, create a new file called message.js and add the following code:

export let message = 'ES6 Modules';

Code language: JavaScript (javascript)

The message.js is a module in ES6 that contains the message variable. The export statement exposes the message variable to other modules.

Second, create another new file named app.js that uses the message.js module. The app.js module creates a new heading 1 (h1) element and attaches it to an HTML page. The import statement imports the message variable from the message.js module.

import { message } from './message.js'

const h1 = document.createElement('h1');

h1.textContent = message

document.body.appendChild(h1)

Code language: JavaScript (javascript)

Third, create a new HTML page that uses the app.js module:

<!DOCTYPE html>

**<html>**

**<head>**

**<meta charset="utf-8">**

**<title>**ES6 Modules**</title>**

**</head>**

**<body>**

**<script type="module" src="./app.js"></script>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

Note that we used the type="module" in the <script> tag to load the app.js module. If you view the page on a web browser, you will see the following page:

![es6 module](data:image/png;base64,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)

Let’s examine the export and import statements in more detail.

Exporting

To export a [variable](https://www.javascripttutorial.net/javascript-variables/), a [function](https://www.javascripttutorial.net/javascript-function/), or a [class](https://www.javascripttutorial.net/es6/javascript-class/), you place the export keyword in front of it as follows:

*// log.js*

export let message = 'Hi';

export function getMessage() {

return message;

}

export function setMessage(msg) {

message = msg;

}

export class Logger {

}

Code language: JavaScript (javascript)

In this example, we have the log.js module with a variable, two functions, and one class. We used the export keyword to exports all identifiers in the module.

Note that the export keyword requires the function or class to have a name to be exported. You can’t export an anonymous function or class using this syntax.

JavaScript allows you to define a variable, a function, or a class first and then export it later as follows:

*// foo.js*

function foo() {

console.log('foo');

}

function bar() {

console.log('bar');

}

export foo;

Code language: JavaScript (javascript)

In this example, we defined the foo() function first and then exported it. Since we didn’t export the bar() function, we couldn’t access it in other modules. The bar() function is inaccessible outside the module or we say it is private.

Importing

Once you define a module with exports, you can access the exported variables, functions, and classes in another module by using the import keyword. The following illustrates the syntax:

import { what, ever } from './other\_module.js';

Code language: JavaScript (javascript)

In this syntax:

* First, specify what to import inside the curly braces, which are called bindings.
* Then, specify the module from which you import the given bindings.

Note that when you import a binding from a module, the binding behaves like it was defined using [const](https://www.javascripttutorial.net/es6/javascript-const/). It means you can’t have another identifier with the same name or change the value of the binding.

See the following example:

*// greeting.js*

export let message = 'Hi';

export function setMessage(msg) {

message = msg;

}

Code language: JavaScript (javascript)

When you import the message variable and setMessage() function, you can use the setMessage() function to change the value of the message variable as shown below:

*// app.js*

import {message, setMessage } from './greeting.js';

console.log(message); *// 'Hi'*

setMessage('Hello');

console.log(message); *// 'Hello'*

Code language: JavaScript (javascript)

However, you can’t change the value of the message variable directly. The following expression causes an error:

message = 'Hallo'; *// error*

Code language: JavaScript (javascript)

Behind the scenes, when you called the setMessage() function. JavaScript went back to the greeting.js module and executed the code in there and changed the message variable. The change was then automatically reflected on the imported message binding.

The message binding in the app.js is the local name for exported message identifier. So basically the message variables in the app.js and greeting.js modules aren’t the same.

Import a single binding

Suppose you have a module with the foo variable as follows:

*// foo.js*

export foo = 10;

Code language: JavaScript (javascript)

Then, in another module, you can reuse the foo variable:

*// app.js*

import { foo } from './foo.js';

console.log(foo); *// 10;*

Code language: JavaScript (javascript)

However, you can’t change the value of foo. If you attempt to do so, you will get an error:

foo = 20; *// throws an error*

Code language: JavaScript (javascript)

Import multiple bindings

Suppose you have the cal.js module as follows:

*// cal.js*

export let a = 10,

b = 20,

result = 0;

export function sum() {

result = a + b;

return result;

}

export function multiply() {

result = a \* b;

return result;

}

Code language: JavaScript (javascript)

And you want to import these bindings from the cal.js, you can explicitly list them as follows:

import {a, b, result, sum, multiply } from './cal.js';

sum();

console.log(result); *// 30*

multiply();

console.log(result); *// 200*

Code language: JavaScript (javascript)

Import an entire module as an object

To import everything from a module as a single object, you use the asterisk (\*) pattern as follows:

import \* as cal from './cal.js';

Code language: JavaScript (javascript)

In this example, we imported all bindings from the cal.js module as the cal object. In this case, all the bindings become properties of the cal object, so you can access them as shown below:

cal.a;

cal.b;

cal.sum();

Code language: CSS (css)

This import is called *namespace import*.

It’s important to keep in mind that the imported module executes *only once* even if import multiple times. Consider this example:

import { a } from './cal.js';

import { b } from './cal.js';

import {result} from './cal.js';

Code language: JavaScript (javascript)

After the first import statement, the cal.js module is executed and loaded into the memory, and it is reused whenever it is referenced by the subsequent import statement.

Limitation of import and export statements

Note that you must use the import or export statement *outside* other statements and functions. The following example causes a SyntaxError:

if( requiredSum ) {

export sum;

}

Code language: JavaScript (javascript)

Because we used the export statement inside the [if](https://www.javascripttutorial.net/javascript-if-else/) statement. Similarly, the following import statement also causes a SyntaxError:

function importSum() {

import {sum} from './cal.js';

}

Code language: JavaScript (javascript)

Because we used the import statement inside a function.

The reason for the error is that JavaScript must *statically* determine what will be exported and imported.

Note that ES2020 introduced the function-like object [import()](https://www.javascripttutorial.net/es-next/javascript-import/) that allows you to dynamically import a module.

Aliasing

JavaScript allows you to create aliases for variables, functions, or classes when you export and import. See the following math.js module:

*// math.js*

function add( a, b ) {

return a + b;

}

export { add as sum };

Code language: JavaScript (javascript)

In this example, instead of exporting the add() function, we used the as keyword to assign the sum() function an alias.

So when you import the add() function from the math.js module, you must use sum instead:

import { sum } from './math.js';

Code language: JavaScript (javascript)

If you want to use a different name when you import, you can use the as keyword as follows:

import {sum as total} from './math.js';

Code language: JavaScript (javascript)

Re-exporting a binding

It’s possible to export bindings that you have imported. This is called re-exporting. For example:

import { sum } from './math.js';

export { sum };

Code language: JavaScript (javascript)

In this example, we imported sum from the math.js module and re-export it. The following statement is equivalent to the statements above:

export {sum} from './math.js';

Code language: JavaScript (javascript)

In case you want to rename the bindings before re-exporting, you use the as keyword. The following example of imports sum from the math.js module and re-export it as add.

export { sum as add } from './math.js';

Code language: JavaScript (javascript)

If you want to export all the bindings from another module, you can use the asterisk (\*):

export \* from './cal.js';

Code language: JavaScript (javascript)

Importing without bindings

Sometimes, you want to develop a module that doesn’t export anything, for example, you may want to add a new method to a built-in object such as the [Array](https://www.javascripttutorial.net/javascript-array/).

*// array.js*

if (!Array.prototype.contain) {

Array.prototype.contain = function(e) {

*// contain implementation*

*// ...*

}

}

Code language: JavaScript (javascript)

Now, you can import the module without any binding and use the contain() method defined in the array.js module as follows:

import './array.js';

[1,2,3].contain(2); *// true*

Code language: JavaScript (javascript)

Default exports

A module can have one and only one default export. The default export is easier to import. The default for a module can be a variable, a function, or a class.

The following is the sort.js module with a default export.

*// sort.js*

export default function(arr) {

*// sorting here*

}

Code language: JavaScript (javascript)

Note that you don’t need to specify the name for the function because the module represents the function name.

import sort from sort.js;

sort([2,1,3]);

Code language: JavaScript (javascript)

As you see, the  sort identifier represents the default function of the sort.js module. Notice that we didn’t use the curly brace {} surrounding the  sort identifier.

Let’s change the sort.js module to include the default export as well as the non-default one:

*// sort.js*

export default function(arr) {

*// sorting here*

}

export function heapSort(arr) {

*// heapsort*

}

Code language: JavaScript (javascript)

To import both default and non-default bindings, you specify a list of bindings after the import keyword with the following rules:

* The default binding must come first.
* The non-default binding must be surrounded by curly braces.

See the following example:

import sort, {heapSort} from './sort.js';

sort([2,1,3]);

heapSort([3,1,2]);

Code language: JavaScript (javascript)

To rename the default export, you also use the as keyword as follows:

import { default as quicksort, heapSort} from './sort.js';

Code language: JavaScript (javascript)

In this tutorial, you have learned about ES6 modules and how to export bindings from a module and import them into another module.

JavaScript import

**Summary**: in this tutorial, you’ll learn how to dynamically import modules by using the function-like import() in ES2020.

Introduction to the JavaScript import()

ES6 introduced the module concept that allows you to develop modular JavaScript code. Suppose you have the following simple HTML document that has one button:

<!DOCTYPE html>

**<html>**

**<head>**

**<title>**Module Dynamic Import**</title>**

**</head>**

**<body>**

**<button id="show">**Show Dialog**</button>**

**<script type="module" src="js/app.js"></script>**

**</body>**

**</html>**

Code language: JavaScript (javascript)

When users click the button, you want to show a dialog. To make the code more organized, you develop a module called dialog.js:

export function show(message) {

alert(message);

}

Code language: JavaScript (javascript)

And use the show() function in the app.js:

import {show} from './dialog.js';

let btn = document.querySelector('#show');

btn.addEventListener('click', function () {

show('Hi');

});

Code language: JavaScript (javascript)

Prior to ES2020, it was not possible to dynamically load the dialog.js module when needed. The following will cause an error:

let btn = document.querySelector('#show');

btn.addEventListener('click', function () {

import {show} from './dialog.js';

show('Hi');

});

Code language: JavaScript (javascript)

The above code attempts to load the dialog.js module only when the button is clicked.

ES2020 introduced the dynamic import of the module via the function-like import() with the following syntax:

import(moduleSpecifier);

Code language: JavaScript (javascript)

The import() allows you to dynamically import a module when needed. Here is how the import() works:

* The import() accepts a module specifier (moduleSpecifier) that has the same format as the module specifier used for the import statement. In addition, the moduleSpecifier can be an expression that evaluates to a string.
* The import() returns a [Promise](https://www.javascripttutorial.net/es6/javascript-promises/) that will be fulfilled once the module is loaded completely.

To load the dialog.js dynamically, you can use the import() as follows:

let btn = document.querySelector('#show');

btn.addEventListener('click', function() {

import('./dialog.js')

.then(( dialog ) => {

dialog.show();

})

.catch( error => {

*// handle error here*

});

});

Code language: JavaScript (javascript)

Since the import() returns a [Promise](https://www.javascripttutorial.net/es6/javascript-promises/), you can use the [async/await](https://www.javascripttutorial.net/es-next/javascript-async-await/) in the app.js module like this:

let btn = document.querySelector('#show');

btn.addEventListener('click', function () {

(async () => {

try {

let dialog = await import('./dialog.js');

dialog.show('Hi')

} catch (error) {

console.log(error);

}

})();

});

Code language: JavaScript (javascript)

Some practical use cases of JavaScript import()

The import() has the following practical use cases:

1) Loading module on demand

Some functionality may not need to be available when applications start. To decrease the loading time, you can place such functionality in modules and use the import() to load them on demand like this:

function eventHandler() {

import('./module1.js')

.then((ns) => {

*// use the module*

ns.func();

})

.catch((error) => {

*// handle error*

});

}

Code language: JavaScript (javascript)

2) Loading modules based on conditions

When placing the import() inside the conditional statement such as [if-else](https://www.javascripttutorial.net/javascript-if-else/), you can load modules based on a specific condition. The following example loads a module that targets a specific platform:

if( isSpecificPlatform() ) {

import('./platform.js')

.then((ns) => {

ns=>f();

});

}

Code language: JavaScript (javascript)

3) Computed module specifiers

The module specifier is an expression that allows you to decide which module to load at runtime.

For example, you can load a module based on the user’s locale to show the message in the user’s specific language:

let lang = `message\_${getUserLocale()}.js`;

import(lang)

.then(...);

Code language: JavaScript (javascript)

More on the JavaScript import()

Using object destructuring

If a module has multiple exports, you can use the [object destructuring](https://www.javascripttutorial.net/es6/javascript-object-destructuring/) to receive the exporting objects. Suppose the dialog.js has two functions:

export function show(message) {

alert(message);

}

export function hide(message) {

console.log('Hide it...');

}

Code language: JavaScript (javascript)

In the app.js, you can use the object destructuring as follows:

let btn = document.querySelector('#show');

btn.addEventListener('click', function () {

(async () => {

try {

*// use object destructuring*

let {

show,

hide

} = await import('./dialog.js');

*// use the functions*

show('Hi');

hide();

} catch (err) {

console.log(err);

}

})();

});

Code language: JavaScript (javascript)

Dynamically loading multiple modules

To load multiple modules dynamically, you can use the [Promise.all()](https://www.javascripttutorial.net/es6/javascript-promise-all/) method:

Promise.all([

import(module1),

import(module2),

...])

.then(([module1,module2,module3]) => {

*// use the modules*

});

Code language: JavaScript (javascript)

Accessing the default export

If a module has a default export, you can access it using the default keyword. For example:

import(moduleSpecifier)

.then((module) => {

*// access the default export*

console.log(module.default);

});

Code language: JavaScript (javascript)

Summary

* Use JavaScript import() to dynamically load a module. The import() returns a Promise that will be fulfilled once the module is loaded completely.
* Use the async / await to handle the result of the import().
* Use the Promise.all() method to load multiple modules at once.
* Use the object destructuring to assign variables to the exporting objects of a module.
* Use the default keyword to access the default export.

JavaScript Top-level await

**Summary**: in this tutorial, you’ll learn about the JavaScript top-level await and its use cases.

Introduction to the JavaScript top-level await

ES2020 introduced the top-level await feature that allows a module to behave like an async function. A [module](https://www.javascripttutorial.net/es6/es6-modules/) that imports the top-level await module will wait for it to load before evaluating its body.

To better understand the top-level await feature, we’ll take an example:

In this example, we’ll have three files: index.html, app.mjs, and user.mjs:

* The index.html uses the app.mjs file.
* The app.mjs imports the user.mjs file.
* The user.mjs fetches the user data in JSON format from an API with the URL endpoint <https://jsonplaceholder.typicode.com/users>

Here’s the index file that uses the app.mjs module:

<!DOCTYPE html>

**<html lang="en">**

**<head>**

**<meta charset="UTF-8">**

**<meta name="viewport" content="width=device-width, initial-scale=1.0">**

**<title>**JavaScript Top-Level Await Demo**</title>**

**</head>**

**<body>**

**<div class="container"></div>**

**<script type="module" src="app.mjs"></script>**

**</body>**

**</html>**

Code language: HTML, XML (xml)

The following shows the user.mjs file:

let users;

(async () => {

const url = 'https://jsonplaceholder.typicode.com/users';

const response = await fetch(url);

users = await response.json();

})();

export { users };

Code language: JavaScript (javascript)

The user.mjs module uses the [fetch API](https://www.javascripttutorial.net/javascript-fetch-api/) to get the users in JSON format from an API and export it.

Because we can only use the await keyword inside an async function (before ES2020), we need to wrap the API call inside an immediately invoked async function expression (IIAFE).

The following shows the app.mjs module:

import { users } from './user.mjs';

function render(users) {

if (!users) {

throw 'The user list is not available';

}

const list = users

.map((user) => {

return `<li> ${user.name}(<a href="email:${user.email}">${user.email}</a>)</li>`;

})

.join('');

return `<ol>${list}</ol>`;

}

const container = document.querySelector('.container');

try {

container.innerHTML = render(users);

} catch (e) {

container.innerHTML = e;

}

Code language: JavaScript (javascript)

How it works.

First, import users from the user.mjs module:

import { users } from './user.mjs';

Code language: JavaScript (javascript)

Second, create a render() function that renders the user list to an ordered list in HTML format:

function render(users) {

if (!users) {

throw 'The user list is not available.';

}

const list = users

.map((user) => {

return `<li> ${user.name}(<a href="email:${user.email}">${user.email}</a>)</li>`;

})

.join('');

return `<ol>${list}</ol>`;

}

Code language: JavaScript (javascript)

Third, add the user list to the HTML element with the class .container:

const container = document.querySelector('.container');

try {

container.innerHTML = render(users);

} catch (e) {

container.innerHTML = e;

}

Code language: JavaScript (javascript)

If you open the index.html, you’ll see the following message:

The user list is not available.

Code language: PHP (php)

The following shows the main flow:

In this flow:

* First, the app.mjs imports the user.mjs module.
* Second, the user.mjs module executes and make an API call.
* Third, while the second step is still on-going, the app.mjs starts using the users data imported from the user.mjs module.

Since the step 2 has not completed, the users variable was undefined. Therefore, you saw the error message on the page.

Workaround

To fix the issue, you can export a Promise from the user.mjs module and wait for the API call to complete before using its result.

The following shows the new version of the user.mjs module:

let users;

export default (async () => {

const url = 'https://jsonplaceholder.typicode.com/users';

const response = await fetch(url);

users = await response.json();

})();

export { users };

Code language: JavaScript (javascript)

In this new version, the user.mjs model exports the users and a Promise as a default export.

In the app.mjs imports the promise and users from the user.mjs file and calls then then() method of the promise as follows:

import promise, { users } from './user.mjs';

function render(users) {

if (!users) {

throw 'The user list is not available.';

}

let list = users

.map((user) => {

return `<li> ${user.name}(<a href="email:${user.email}">${user.email}</a>)</li>`;

})

.join(' ');

return `<ol>${list}</ol>`;

}

promise.then(() => {

let container = document.querySelector('.container');

try {

container.innerHTML = render(users);

} catch (error) {

container.innerHTML = error;

}

});

Code language: JavaScript (javascript)

How it works.

First, import promise and users from the user.mjs module:

import promise, { users } from './user.mjs';

Code language: JavaScript (javascript)

Second, call the then() method of the promise and wait for the API call to complete to use its results:

promise.then(() => {

let container = document.querySelector('.container');

try {

container.innerHTML = render(users);

} catch (error) {

container.innerHTML = error;

}

});

Code language: JavaScript (javascript)

Now, if you open the index.html, you’ll see a list of users. However, you need to know the right promise to wait for it when you use the module.

ES2022 introduc in this workaroundes the top-level await module to resolve this issue.

Using the top-level await

First, change the user.mjs to the following:

const url = 'https://jsonplaceholder.typicode.com/users';

const response = await fetch(url);

let users = await response.json();

export { users };

Code language: JavaScript (javascript)

In this module, you can use the await keyword without placing a statement inside an async function.

Second, import the users from the user.mjs module and use it:

import { users } from './user.mjs';

function render(users) {

if (!users) {

throw 'The user list is not available.';

}

let list = users

.map((user) => {

return `<li> ${user.name}(<a href="email:${user.email}">${user.email}</a>)</li>`;

})

.join(' ');

return `<ol>${list}</ol>`;

}

let container = document.querySelector('.container');

try {

container.innerHTML = render(users);

} catch (error) {

container.innerHTML = error;

}

Code language: JavaScript (javascript)

In this case, the app.mjs module will wait for the user.mjs module to complete before executing its body.

JavaScript top-level await use cases

When do you use the top-level await? Here are some use cases.

Dynamic dependency pathing

const words = await import(`/i18n/${navigator.language}`);

Code language: JavaScript (javascript)

In this example, the top-level await allows modules to use runtime values to decide the dependencies, which is useful for the following scenarios:

* Internationalization (i18n)
* Development / production environment splits.

Dependency fallback

In this case, you can use the top-level await to load a module from a server (cdn1). And if it fails, you can load it from a backup server (cdn2):

let module;

try {

module = await import('https://cdn1.com/module');

} catch {

module = await import('https://cdn2.com/module');

}

Code language: JavaScript (javascript)

Summary

* A top-level await module acts like an async function.
* When a module imports a top-level await module, it waits for the top-level await module to complete before evaluating its body.